**Mongo DB Exercises - With the Restaurants Data Set**
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**show databases**
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**use restaurants**
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**db.addresses.find() should print entire json data**

![](data:image/png;base64,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)

1. **Write a MongoDB query to display all the documents in the collection restaurants**

db.restaurants.find();

1. **Write a MongoDB query to display the fields restaurant\_id, name, borough and cuisine for all the documents in the collection restaurant.**

db.restaurants.find({},{"restaurant\_id" : 1,"name":1,"borough":1,"cuisine" :1});

1. **Write a MongoDB query to display the fields restaurant\_id, name, borough and cuisine, but exclude the field \_id for all the documents in the collection restaurant.**

db.restaurants.find({},{"restaurant\_id" : 1,"name":1,"borough":1,"cuisine" :1,"\_id":0});

1. **Write a MongoDB query to display the fields restaurant\_id, name, borough and zip code, but exclude the field \_id for all the documents in the collection restaurant**

db.restaurants.find({},{"restaurant\_id" : 1,"name":1,"borough":1,"address.zipcode" :1,"\_id":0});

1. **Write a MongoDB query to display the first 5 restaurant which is in the borough Bronx**

db.restaurants.find({"borough": "Bronx"});

1. **Write a MongoDB query to display all the restaurant which is in the borough Bronx**

db.restaurants.find({"borough": "Bronx"}).limit(5);

1. **Write a MongoDB query to display the next 5 restaurants after skipping first 5 which are in the borough Bronx**

db.restaurants.find({"borough": "Bronx"}).skip(5).limit(5);

1. **Write a MongoDB query to find the restaurants who achieved a score more than 90**

db.restaurants.find({grades : { $elemMatch:{"score":{$gt : 90}}}});

1. **Write a MongoDB query to find the restaurants that achieved a score, more than 80 but less than 100.**

db.restaurants.find({grades : { $elemMatch:{"score":{$gt : 80 , $lt :100}}}});

1. **Write a MongoDB query to find the restaurants which locate in latitude value less than -95.754168**

db.restaurants.find({"address.coord" : {$lt : -95.754168}});

1. **Write a MongoDB query to find the restaurants that do not prepare any cuisine of 'American' and their grade score more than 70 and latitude less than -65.754168.**

db.restaurants.find(

{$and:

[

{"cuisine" : {$ne :"American "}},

{"grades.score" : {$gt : 70}},

{"address.coord" : {$lt : -65.754168}}

]

}

);

1. **Write a MongoDB query to find the restaurants which do not prepare any cuisine of 'American' and achieved a score more than 70 and located in the longitude less than -65.754168.**

db.restaurants.find(

{

"cuisine" : {$ne : "American "},

"grades.score" :{$gt: 70},

"address.coord" : {$lt : -65.754168}

}

);

1. **Write a MongoDB query to find the restaurants which do not prepare any cuisine of 'American ' and achieved a grade point 'A' not belongs to the borough Brooklyn. The document must be displayed according to the cuisine in descending order**

db.restaurants.find( {

"cuisine" : {$ne : "American "},

"grades.grade" :"A",

"borough": {$ne : "Brooklyn"}

}

).sort({"cuisine":-1});

1. **Write a MongoDB query to find the restaurant Id, name, borough and cuisine for those restaurants which contain 'Wil' as first three letters for its name.**

db.restaurants.find(

{name: /^Wil/},

{

"restaurant\_id" : 1,

"name":1,"borough":1,

"cuisine" :1

}

);

1. **Write a MongoDB query to find the restaurant Id, name, borough and cuisine for those restaurants which contain 'ces' as last three letters for its name.**

db.restaurants.find(

{name: /ces$/},

{

"restaurant\_id" : 1,

"name":1,"borough":1,

"cuisine" :1

}

);

1. **Write a MongoDB query to find the restaurant Id, name, borough and cuisine for those restaurants which contain 'Reg' as three letters somewhere in its name.**

db.restaurants.find(

{"name": /.\*Reg.\*/},

{

"restaurant\_id" : 1,

"name":1,"borough":1,

"cuisine" :1

}

);

1. **Write a MongoDB query to find the restaurants which belong to the borough Bronx and prepared either American or Chinese dish**

db.restaurants.find(

{

"borough": "Bronx" ,

$or : [

{ "cuisine" : "American " },

{ "cuisine" : "Chinese" }

]

}

);

1. **Write a MongoDB query to find the restaurant Id, name, borough and cuisine for those restaurants which belong to the borough Staten Island or Queens or Bronxor Brooklyn.**

db.restaurants.find(

{"borough" :{$in :["Staten Island","Queens","Bronx","Brooklyn"]}},

{

"restaurant\_id" : 1,

"name":1,"borough":1,

"cuisine" :1

});

1. **Write a MongoDB query to find the restaurant Id, name, borough and cuisine for those restaurants which are not belonging to the borough Staten Island or Queens or Bronxor Brooklyn.**

db.restaurants.find(

{"borough" :{$nin :["Staten Island","Queens","Bronx","Brooklyn"]}},

{

"restaurant\_id" : 1,

"name":1,"borough":1,

"cuisine" :1

}

);

1. **Write a MongoDB query to find the restaurant Id, name, borough and cuisine for those restaurants which achieved a score which is not more than 10**

db.restaurants.find(

{"grades.score" :

{ $not:

{$gt : 10}

}

},

{

"restaurant\_id" : 1,

"name":1,"borough":1,

"cuisine" :1

}

);

1. **Write a MongoDB query to find the restaurant Id, name, borough and cuisine for those restaurants which prepared dish except 'American' and 'Chinees' or restaurant's name begins with letter 'Wil'.**

db.restaurants.find(

{$or: [

{name: /^Wil/},

{"$and": [

{"cuisine" : {$ne :"American "}},

{"cuisine" : {$ne :"Chinees"}}

]}

]}

,{"restaurant\_id" : 1,"name":1,"borough":1,"cuisine" :1}

);

1. **Write a MongoDB query to find the restaurant Id, name, and grades for those restaurants which achieved a grade of "A" and scored 11 on an ISODate "2014-08-11T00:00:00Z" among many of survey dates..**

db.restaurants.find(

{

"grades.date": ISODate("2014-08-11T00:00:00Z"),

"grades.grade":"A" ,

"grades.score" : 11

},

{"restaurant\_id" : 1,"name":1,"grades":1}

);

1. **Write a MongoDB query to find the restaurant Id, name and grades for those restaurants where the 2nd element of grades array contains a grade of "A" and score 9 on an ISODate "2014-08-11T00:00:00Z"**

db.restaurants.find(

{ "grades.1.date": ISODate("2014-08-11T00:00:00Z"),

"grades.1.grade":"A" ,

"grades.1.score" : 9

},

{"restaurant\_id" : 1,"name":1,"grades":1}

);

1. **Write a MongoDB query to find the restaurant Id, name, address and geographical location for those restaurants where 2nd element of coord array contains a value which is more than 42 and upto 52.**

db.restaurants.find(

{

"address.coord.1": {$gt : 42, $lte : 52}

},

{"restaurant\_id" : 1,"name":1,"address":1,"coord":1}

);

1. **Write a MongoDB query to arrange the name of the restaurants in ascending order along with all the columns**

db.restaurants.find().sort({"name":1});

1. **Write a MongoDB query to arrange the name of the restaurants in descending along with all the columns.**

db.restaurants.find().sort(

{"name":-1}

);

1. **Write a MongoDB query to arranged the name of the cuisine in ascending order and for that same cuisine borough should be in descending order.**

db.restaurants.find().sort(

{"cuisine":1,"borough" : -1,}

);

1. **Write a MongoDB query to know whether all the addresses contains the street or not**

db.restaurants.find(

{"address.street" :

{ $exists : true }

}

);

1. **Write a MongoDB query which will select all documents in the restaurants collection where the coord field value is Double.**

db.restaurants.find(

{"address.coord" :

{$type : 1}

}

);

1. **Write a MongoDB query which will select the restaurant Id, name and grades for those restaurants which returns 0 as a remainder after dividing the score by 7**

db.restaurants.find(

{"grades.score" :

{$mod : [7,0]}

},

{"restaurant\_id" : 1,"name":1,"grades":1}

);

1. **Write a MongoDB query to find the restaurant name, borough, longitude and attitude and cuisine for those restaurants which contains 'mon' as three letters somewhere in its name**

db.restaurants.find(

{ name :

{ $regex : "mon.\*", $options: "i" }

},

{

"name":1,

"borough":1,

"address.coord":1,

"cuisine" :1

}

);

1. **Write a MongoDB query to find the restaurant name, borough, longitude and latitude and cuisine for those restaurants which contain 'Mad' as first three letters of its name**

db.restaurants.find(

{ name :

{ $regex : /^Mad/i, }

},

{

"name":1,

"borough":1,

"address.coord":1,

"cuisine" :1

}

);